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**Introduction & Learning Objectives**

### BUILDING CONTAINER IMAGES

### Knowledge Check

Congratulations on completing Chapter 4 - Building Container Images. Take this quiz to check your understanding of the concepts you've learned about so far.
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A. True

The statement is True.

It is possible to create a Docker image out of a Docker container. This process is known as "committing" a container. When you commit a container, you are essentially creating a new image from its current state.

You can use the **docker commit** command to commit a container and create a new image from it. The new image will include all the changes made to the container since its initial creation. However, it is important to note that committing containers is generally not recommended for creating production-ready images, as it may lead to inconsistent and undocumented images.

For production use, it is best to define the desired state of a container using a Dockerfile and then use the **docker build** command to build a clean and repeatable image from the Dockerfile. This ensures that the image creation process is standardized and well-documented, making it easier to manage and maintain container images in the long run.
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Question 4.2 Docker Hub provides private registry service. True or False? A. True B. False
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A. True

The statement is True.

Docker Hub provides both public and private registry services. Docker Hub is a cloud-based registry service provided by Docker, Inc., where users can store, share, and manage Docker container images.

Public registry: Docker Hub allows users to store and share Docker images publicly, meaning anyone can access and pull the images from the Docker Hub repository.

Private registry: Docker Hub also offers private registry services. With a private registry, users can store Docker images privately, restricting access to specific teams or collaborators. This is useful for organizations that want to keep their container images private and control who can access and use them.

The private registry feature in Docker Hub allows teams to manage and distribute container images within their organization securely. It provides additional control and security over the container images, ensuring that sensitive or proprietary images are not publicly accessible.
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Question 4.3 Which of the following is the recommended way of creating Docker images?
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The recommended way of creating Docker images is by using Dockerfiles.

Dockerfiles are simple text files that contain a set of instructions for building a Docker image. They provide a declarative and version-controlled approach to define the desired state of a containerized application or service. Dockerfiles include commands to install dependencies, copy files, set environment variables, and configure the application inside the container.

Using Dockerfiles has several advantages:

1. **Reproducibility:** Dockerfiles provide a standardized way to define the image's configuration, making it easy to reproduce the same image on different systems and environments.
2. **Version control:** Dockerfiles can be stored in version control systems (e.g., Git), allowing teams to collaborate and track changes to the image definition over time.
3. **Transparency:** Dockerfiles are human-readable and transparent, making it clear what goes into the image and how it is built.
4. **Automation:** Dockerfiles can be used with CI/CD pipelines to automate the image building process, ensuring consistent and reliable image creation.
5. **Layered approach:** Docker uses a layered file system for images, and Dockerfiles enable you to leverage this layered approach to optimize image builds and minimize duplication.

To build a Docker image using a Dockerfile, you use the **docker build** command, specifying the path to the directory containing the Dockerfile. Docker then reads the Dockerfile instructions and creates the image based on those instructions.

Overall, Dockerfiles are the recommended way of creating Docker images due to their simplicity, maintainability, and compatibility with version control and automation tools.

![User](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wCEAAgICAgJCAkKCgkNDgwODRMREBARExwUFhQWFBwrGx8bGx8bKyYuJSMlLiZENS8vNUROQj5CTl9VVV93cXecnNEBCAgICAkICQoKCQ0ODA4NExEQEBETHBQWFBYUHCsbHxsbHxsrJi4lIyUuJkQ1Ly81RE5CPkJOX1VVX3dxd5yc0f/CABEIAGAAYAMBIgACEQEDEQH/xAAzAAACAwEBAQAAAAAAAAAAAAAABQMEBwYCAQEAAwEBAQEAAAAAAAAAAAAAAAIEAQMFBv/aAAwDAQACEAMQAAAA38AAABUIhbl9T5ZevFrJXADQACKWgHJ0IkqdGlhBXzp3Xa5DqzzXQN0AAVtFebmvDaIt5V2OD0xFmpN0yfVesjQBlAAIZgMqTs+a4WJfU9Zjptqy3W2mAHQCvhYjWQR9MgWaNnHKlXH4a62g6tmmjVRSgd1WQWPfyneLxYhndMj6BT5l6B7zvQ1c2r1a1tn9Wq333Jf/xAA0EAACAQMDAgQDBgYDAAAAAAABAgMABBEFEiExUSAiQXETMpEGFSNCYbEQFBYwNGJyc4H/2gAIAQEAAT8A8N5qsNuxjRTLIPRfSvvXUieLQY9jVtq8bnZPE0TH1PT+zf34h3RRnz45PaknijyTjNfeKCv5iKatOuVeP4RPmUce3jnlEMUkh/KpNTSs7MSckmpe+a+JlsHBwaikL4H7VBK0bqQeQagl+NDG/ceLU/8AAm90/eru4kjZjHjA709/O/AkQj9KeVh5mzT6z8FgsZDH9astXlmYBk471pxDWcJHQjxapPHHbGNgSXB24/Tmr2LzSGXeUKnG1gMHvzUUcwlBKuX3cAcjHoDVpYS3Vs5mAzt6D0q7spIL5hKXAB421orSl2G9t24YHUVoxB02HceRkY8WsQK1pv8AzIc/XirwM/FRRxIzfKoA5ZqF8kEQ2kEd6vZLa5YyKysfUGrEpGwKYwa0TadOBPXefFcoslvKhHVDUkmciruOB4nWUAqTyDTl4FkjiLqhPA5P0rS7ZN7uS2713Ek1aI29RVhCYLG3i/1BPueT4jWqIba8uI+OGP0NYnLuxYHJ4J61PBenK7k57Gtt1GvzqSD+U19nbZru5tQy9mf2HjlbZGzdga1+/ukvpLjBMbsRn2q1uTcxPluQaujKJdvx2x70JjCud3Jr7DXzPc4OMOnha6gXPnyR6KC37VLqihgkcLM56A4BP/nX6073kjH4rBVKnyrR0kSLPb3EeYpB8w79xWq/Z2/07fLE6su7A2nk1YaXqt9K6ooUqMkycV/SerCRA0e8FuqkECtE00WN1CI1OyJQCe5xUc0cmdp5HBB6j+MscUjedd3/ACyR9KltbZ9u6BCPao4YoVxGiqD6KAKk9G7GrhBuOMVfx/gTljwq7vpzWmH8e8ckMS6jIORx2oOeOlWKZyx6ngUUV8ZHI6EdR7GllnUBGxIo6HoaVg3PI96z5jW3OOwpqPymp182fStRXFjd/wDU1aKcpcYHPxB+1IjPirJMLk0BT+hpTX//xAAkEQABBAEDAwUAAAAAAAAAAAABAAIDESEEEBIgIjETFEFRYf/aAAgBAgEBPwDfHTaDkDufC5YQcLCBs9AyUWgJg2LmgWSAtRrYI2nvyRikJ4OEdPb3YAvKdqIfUDC4B30o5Gl72BwsHZz5ZuVOJNrUijX4oS4Tsv4eKWvkPu5eN+Voy8VnKj1Tw/g/IX//xAAhEQACAgEEAgMAAAAAAAAAAAABAgARAxASICExQSJRgf/aAAgBAwEBPwDQ36g3D2YOCpGxSqOo8iKndxlbuMtVwDHaIzN9xzZ1TGzERAwY2PEYttJEYEAE6CliHuE/D8mOtizORYhE/9k=)

Question 4.4 What does the docker commit command do? A. It pushes the Docker image to Docker Hub B. It converts an image into a container C. It creates an image from a container's changes D. It pulls the image from a Docker Hub
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C. It creates an image from a container's changes.

Option C is correct. The **docker commit** command is used to create a new Docker image from the changes made to a running container.

When you commit a container using **docker commit**, it takes a snapshot of the container's file system and other settings, creating a new image with those changes. The new image will include all the modifications made to the container since it was started, effectively capturing the current state of the container in a new image.

For example, if you have a running container with an application and you've made some customizations or installed additional packages inside the container, you can commit those changes to create a new image. The new image will include the changes you made, and you can use it to create new containers with the same modifications.

However, it is important to note that committing containers is generally not recommended for creating production-ready images. This approach can lead to inconsistent and undocumented images, making it harder to manage and maintain container images in the long run. For production use, it is best to define the desired state of a container using a Dockerfile and use the **docker build** command to create a clean and repeatable image from the Dockerfile. This ensures consistency and standardization in the image creation process.
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Question 4.5 When you use COPY . . the files will be copied to a \_\_\_\_\_\_\_\_\_ [destination]. Fill in the blank. A. Container B. Build context C. Docker daemon D. Working directory (WORKDIR)
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A. Container

When you use the **COPY . .** command in a Dockerfile, the files from the build context (the current directory on the host where the Dockerfile is located) will be copied to a specified destination inside the container. The first dot (**.**) represents the source directory in the build context, and the second dot represents the destination directory inside the container.

For example, if you have the following line in your Dockerfile:

bashCopy code

COPY . /app

It means that all the files and directories in the current directory (build context) on the host will be copied to the **/app** directory inside the container when the image is built.

By using **COPY** in the Dockerfile, you can include files from the host machine into the image during the build process. This allows you to package your application code, configuration files, and other assets into the image, making them available to the container when it runs.
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Question 4.6 When you have both ENTRYPOINT and CMD defined, which of the following will be called first after launching the container? A. ENTRYPOINT B. CMD C. RUN D. LAUNCH

ChatGPT

A. ENTRYPOINT

When both ENTRYPOINT and CMD are defined in a Dockerfile, the ENTRYPOINT instruction takes precedence and is executed first after launching the container.

The **ENTRYPOINT** instruction in a Dockerfile sets the default application or command that will be executed when the container starts. It defines the primary executable for the container, and any arguments provided when running the container are treated as arguments to the entrypoint command.

The **CMD** instruction, on the other hand, is used to provide default arguments to the **ENTRYPOINT** command. If there are no arguments provided when running the container, the **CMD** values will be used as the default.

Here's an example Dockerfile:

lessCopy code

FROM ubuntu:latest ENTRYPOINT ["echo", "Hello"] CMD ["World"]

In this example, if you run the container without specifying any additional command-line arguments, it will print "Hello World" because the ENTRYPOINT command is executed first, and the CMD value "World" is used as the default argument.

If you run the container with additional arguments, they will be appended to the ENTRYPOINT command. For instance:

arduinoCopy code

docker run my\_image\_name John

This will print "Hello John" because "John" is provided as an additional argument to the **echo** command specified in the **ENTRYPOINT**.
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Question 4.7 If you define WORKDIR as /xyz/pqr/abc, and if /xyz/pqr (parent directory) does not exist, image build will fail while creating working directory. True or False? A. True B. False
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A. True

The statement is True.

If you define **WORKDIR** as **/xyz/pqr/abc** in your Dockerfile, and the parent directory **/xyz/pqr** does not exist, the image build will fail when Docker tries to create the working directory.

When the Docker image is built, each instruction in the Dockerfile is executed sequentially. When it encounters the **WORKDIR** instruction, Docker will try to create the specified working directory. However, if any parent directories in the path do not exist, Docker will not automatically create them, and the build process will fail with an error.

To avoid this issue, you should ensure that the parent directories of the **WORKDIR** are created before specifying it in the Dockerfile. One way to do this is by creating the necessary parent directories in a previous step of the Dockerfile or by using the **RUN** instruction to create the required directories.

For example:

bashCopy code

FROM ubuntu:latest # Create the parent directories /xyz/pqr RUN mkdir -p /xyz/pqr # Set the working directory to /xyz/pqr/abc WORKDIR /xyz/pqr/abc # Rest of the Dockerfile...

By including the **RUN mkdir -p /xyz/pqr** instruction before setting the **WORKDIR**, you ensure that the parent directory exists, and the **WORKDIR** instruction will not cause the build to fail.
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Question 4.8 Which of the following have an impact on the size of the container image? A. Redundant RUN instructions B. Base image defined with FROM C. Files copied using COPY D. All of the above
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D. All of the above

All the options mentioned have an impact on the size of the container image:

A. Redundant RUN instructions: Each **RUN** instruction in a Dockerfile creates a new layer in the container image. If there are redundant or unnecessary **RUN** instructions in the Dockerfile, it can result in larger image size due to unnecessary layer creations.

B. Base image defined with FROM: The base image specified in the **FROM** instruction affects the starting point of the image. Larger base images can lead to larger overall image sizes.

C. Files copied using COPY: When you use the **COPY** instruction to include files from the host into the image, those files become part of the image's filesystem, increasing the image size.

Layering is a fundamental concept in Docker images. Each instruction in a Dockerfile creates a new layer, and each layer represents a set of filesystem changes. Docker uses a union file system to combine these layers into the final image. When multiple layers contain similar or redundant data, it can result in a larger image size.

To optimize the image size, it is essential to carefully design the Dockerfile, minimize the number of layers, use efficient base images, and avoid unnecessary or redundant instructions. Additionally, using multi-stage builds, where intermediate build artifacts are discarded in the final image, can also help reduce the image size.

# Question 4.1

It is possible to create Docker image out of a Docker container. True or False?

Correct Answer

* **A.** True

Your Answer:

Correct

* **B.** False

# Question 4.2

Docker Hub provides private registry service. True or False?

Correct Answer

* **A.** True

Your Answer:

Correct

* **B.** False

# Question 4.3

Which of the following is the recommended way of creating Docker images?

Correct Answer

* **A.** Modifying a container and committing it
* **B.** By writing a Dockerfile

Your Answer:

Correct

* **C.** Using docker-compose files
* **D.** None of the above

# Question 4.4

What does the **docker commit** command do?

Correct Answer

* **A.** It pushes the Docker image to Docker Hub
* **B.** It converts an image into a container
* **C.** It creates an image from a container's changes

Your Answer:

Correct

* **D.** It pulls the image from a Docker Hub

# Question 4.5

When you use **COPY . .** the files will be copied to a \_\_\_\_\_\_\_\_\_ [destination]. Fill in the blank.

Incorrect Answer

* **A.** Container

Your Answer:

Incorrect

* **B.** Build context
* **C.** Docker daemon
* **D.** Working directory (WORKDIR)

Correct Answer

# Question 4.6

When you have both ENTRYPOINT and CMD defined, which of the following will be called first after launching the container?

Correct Answer

* **A.** ENTRYPOINT

Your Answer:

Correct

* **B.** CMD
* **C.** RUN
* **D.** LAUNCH

# Question 4.7

If you define WORKDIR as **/xyz/pqr/abc**, and if **/xyz/pqr** (parent directory) does not exist, image build will fail while creating working directory. True or False?

Incorrect Answer

* **A.** True

Your Answer:

Incorrect

* **B.** False

Correct Answer

# Question 4.8

Which of the following have an impact on the size of the container image?

Correct Answer

* **A.** Redundant RUN instructions
* **B.** Base image defined with FROM
* **C.** Files copied using COPY
* **D.** All of the above

Your Answer:

Correct